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ABSTRACT 

This research paper investigates the challenges faced by diploma-level IT students at Al-Baha 
University in understanding programming concepts, writing code, and detecting errors. It also 
examines the effectiveness of e-learning platform W3Schools in enhancing students' programming 
skills. Through a comparative analysis of students using e-learning resources versus those 
employing traditional learning methods, the study demonstrates the impact of the digital approach 
in addressing common programming challenges. Both pre- and post-experiment surveys showed 
positive gains in the Interactive Group, and the statistical data also confirmed a high level of 
significance for all the programming skills measured. The significance of this paper lies in how 
the research demonstrates that e-learning can reduce the barriers faced by programming students 
and contribute to the literature on learning techniques in the context of today's technological 
landscape. Consequently, the results provide a compelling argument for the necessity of 
incorporating interactive e-learning resources into the programming curricula to improve student 
performance and enhance confidence in their coding skills. The findings of this study offer 
valuable insights into the use of digital approaches in education and suggest a potential way to 
overcome common learning challenges on a large scale. This work aims to contribute to the 
ongoing discussion on the impact and effectiveness of digital practices in education. Future 
research recommendations focus on assessing the long-term value of e-learning in enhancing the 
learning experience for programming students and better preparing them for future technologies. 

Keywords: Programming Skills; W3Schools; Problem-Solving; Programming Challenges, 
Software Development. 

1. INTRODUCTION  

This is the age of computers where we are direly in need of computer science, especially 
programming language to be more equipped to better deal with situations in this technology-
controlled world. However, there are several challenges that a computer science student can come 
across in grasping issues to do with programming language and the like. Software development is 
the systematic use of scientific principles to design, develop, implement, and maintain software to 
execute stated tasks using languages such as Python or Java. Professional programming skills is 
cited as one of the most valuable skills that need to be developed in the world that is turn around 
with technology and information. It needs in the process of formation of mental and logical skills 
of students and give them a possibility to solve problems in rather creative ways. Nonetheless, 
learning programming involves many problems and struggles which must be acknowledged and 
solved. As a result, current research attempts to examine these challenges and determine how to 
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overcome them. In this research, the programming learning experience of the students will be 
assessed along with the challenges faced while doing so. In Computer Science subjects, the 
difficulty levels differ based on the teaching and learning processes [1]. The difficulty level for the 
topic of Computer Science is determined by the participants' backgrounds and experiences. 
Computer Science lecturers must strike a balance between theory and practical applications. It is 
also necessary to provide students with opportunities to implement their knowledge and skills by 
providing problem-solving exercises by practical applications on well-defined scenarios [2]. 
Problem-solving exercises, tasks designed to enhance critical thinking and the ability to solve 
complex issues as well as coding project assignments involving the creation of software 
applications by writing and implementing code are essential for mastering programming concepts. 
Practical tasks that involve working with programming languages or software development tools 
simplify and elevate the learning process. Computer Science courses may appear as interesting yet 
challenging to pursue [3], [4]. It requires problem-solving abilities, logical thinking, as well as a 
willingness to continuously learn and adjust to new technologies. Learning intricate ideas and 
algorithms requires perseverance and practice. For instance, programming poses a common 
problem in the Computer Science curriculum. Algorithms are step-by-step procedures for solving 
problems efficiently, crucial for developing optimized code in various applications. It is common 
for students to fail and drop out, especially during the early stages [5], [6]. A variety of tools should 
be made accessible to support Computer Science students especially to practice programming. 
From student perspective in their academics, a large fraction of students is lacking problem solving 
skills [7],[8],[9], [10]. Programming is difficult as it requires time and effort, focused knowledge, 
and skills. Acquiring these skills is an arduous trial-and-error process and requires persistence [11]. 
Hence, a series of skills, as well as persistence, is essential on the journey to becoming a proficient 
programmer. Understanding programming syntax is just the initial step in the challenging journey 
of developing effective programs. Students must delve deeper into understanding the syntax and 
the logic of computer programming to address complex real-world problems [7]. Conventional 
teaching materials such as printed books prove ineffective for grasping the dynamic nature of 
Computer Science subjects such as programming [12],[13]. Regarding pedagogy, it is 
recommended to start with simple complex programming [8]. Students' negative perceptions 
influence their learning attitudes toward computer programming, undermining their intrinsic 
motivation to pursue success [14],[15], [9]. This research seeks to reveal the programming 
challenges faced by diploma-level IT students at Al-Baha University as they learn to code and 
understand programming concepts. It also examines how effectively W3Schools addresses the 
programming issues encountered by students. Furthermore, this study evaluates how W3Schools 
helps students learn, comparing their outcomes with those of traditional educational methods 
before and after implementing the digital approach. The research contributes to the development 
of future learning methods and enhances programming education by analyzing the impact of e-
learning on student results using quantitative data. 

2. Literature Review 

A vast body of literature on computer science education reveals the diverse terrain of obstacles 
experienced by students, specifically those related to programming, as well as provides metrics on 
approaches and resources to address these challenges. Computer Science equips students with the 



necessary skills for the digital age and has become an essential component of contemporary 
education [16], [17]. Nonetheless, this area poses distinct difficulties for both students and 
lecturers. One of the goals of this research study is to shed light on the important areas that require 
attention and improvement. This review shall examine the challenges associated with teaching and 
learning Computer Science. One of the many challenges for Computer Science students is that 
they have to understand abstract concepts and advanced algorithms. A solid foundation and 
understanding are needed such as algorithms, data structures, and programming paradigms [18]. 
An example of an optimum teaching technique is to dissect challenging subjects into smaller parts 
while providing real-life applications for better understanding. The current challenge for both the 
lecturers and students is the rapid technological development related to Computer Science. 
Therefore, they need to be kept up to date with the latest developments [19]. There are also 
challenges in being up to date with the current frameworks, tools, and programming languages 
[20]. Instead of focusing solely on teaching specific technologies, lecturers should consider 
focusing on fundamental concepts and problem-solving approaches. Such challenges can 
subsequently be addressed by providing tools for students to be able to continuously improve their 
skills by themselves. Another challenge is the common perception that Computer Science is 
focused on theory and abstract fields with little practical applications. This may have an impact on 
the students' motivations. For the purpose of highlighting the practicality and the applicability with 
respect to Computer Science principles, it is proposed that lecturers integrate real-world scenarios 
as well as hands-on projects into their lesson plans. Supporting the students in coding competitions, 
engaging in practical projects, or cooperating with industries on actual projects may lead to 
improvement in the student's enthusiasm and comprehension. Students’ enrollment also differs in 
their gender preference, where there is a thin representation of females in Computer Science [17, 
18]. Insufficient infrastructure and resources are a challenging factor in teaching and learning 
Computer Science. It is vital for educational institutions and universities to invest in software 
licenses, modern computer labs, as well as additional resources. Furthermore, it is essential to 
provide lecturers with opportunities for professional development for the purpose of enhancing 
their Computer Science pedagogical abilities as well as knowledge. According to past research 
studies that highlight the challenges faced by Computer Science students in a variety of subjects, 
students find it difficult to learn some aspects of Computer Science, such as programming. Based 
on the insights gleaned from prior researchers, it has been observed that challenges arise in the 
initial stages when learning programming. Students encounter challenges in grasping abstract 
programming concepts such as control structures as well as formulating algorithms to address 
concrete problems [8], [5], [9]. A lack of solidification regarding abilities, as well as problem-
solving skills and logical reasoning, exacerbates these issues during the early phases of learning 
[7], [10]. As a result, there is a need to shift the focus towards higher-level knowledge, for instance, 
programming strategies and conditional approaches. It is imperative to introduce metacognitive 
skills, encompassing knowledge about 'when' and 'why' during the early stages of teaching 
programming [19]. Several studies have underscored the significance of metacognitive skills 
pertaining to computer programming courses, identifying them among the factors contributing to 
students' struggles with programming problems [20], [21], [9]. Conventional teaching methods 
that rely on static materials, for instance, books, notes, as well as slides, have proven to be 
ineffective methods of teaching Computer Programming [12]. The inadequacy of static teaching 



materials lies in their lack of personalization to cater to specific groups of students, as such 
materials are developed for a broad, global audience. These materials fail to provide live 
interactions and dynamic elements to elucidate programming concepts. The ideal scenario is to 
have an instructor available for immediate feedback and detailed explanations when needed by 
students. Nevertheless, this is often impractical due to time constraints, limited staff, and large 
class sizes. The use of static printed materials to teach programming is a hindrance to explaining 
dynamic software design conceptions, as some students struggle to grasp the dynamic nature of 
programs due to the inflexibility of static materials [8]. Such a notion is supported by prior research 
that determined that certain students may prefer solitary learning while some may favor an 
interactive learning setting [13]. Apart from that, the dynamic learning environment involves 
activities such as group discussions and peer interactions. Consequently, the current teaching 
approach that employs static materials does not cater to the various learning styles of students. 
Therefore, it is imperative for instructors to ensure that their teaching methods can accommodate 
diverse student groups. In terms of pedagogy, instructors tend to prioritize teaching syntax when 
it comes to programming languages over promoting problem-solving techniques. The selected 
programming language used for the course is often based on popularity rather than the suitability 
of the teaching methods [8]. Opting for an irrelevant programming language just to fulfill 
educational purposes not only hampers the usefulness of teaching but also heightens the challenges 
faced by students in grasping the subject [10]. Programming necessitates a high level of analysis 
and abstraction in thinking to generate effective solutions. This involves implementing specific 
programming concepts as well as algorithms. Consequently, selecting programming languages 
based on industry popularity is inappropriate since these languages are primarily designed for 
professional and specific use instead of supporting educational goals. Computer Science subjects 
such as programming require persistence, continuous learning, and knowledge from other subjects 
from time to time. Students often seek solutions or give up when faced with obstacles. Results 
from previous experiments have demonstrated the existence of a relationship that exists between 
mathematical problem-solving competencies as well as programming abilities in introductory 
programming courses [22]. From a psychological perspective, students tend to hold negative 
perceptions about programming. Such negativity arises from comments, opinions, as well as 
suggestions from their friends who have previously studied this subject. When students harbor 
negative thoughts and incorrect impressions, they are more likely to believe that programming is 
challenging. Consequently, this negatively affects their intrinsic motivation and diminishes their 
drive to learn [14]. Apart from that, the intensity of these negative perceptions does not only impact 
intrinsic motivation but also influences students' attitudes toward computer programming. 
Individual attitudes are shaped by behaviors and indicate the cognitive actions that determine an 
individual's success or failure in accomplishing a particular task. The difficulties encountered in 
learning computer programming can be attributed to various factors. Initially, students face hurdles 
in creating programs to address specific tasks because they struggle with the delineation of distinct 
functionalities into procedures. Students encounter difficulties in grasping the syntax of 
programming languages, which is challenging in terms of recalling and comprehending the 
knowledge [7][15]. Simultaneously, the arduous and time-consuming process of debugging 
programs further diminishes students' motivation to excel in programming languages. There are 
also some other challenges in computer programming that are discussed here. The first challenge 



is the lack of problem-analysis skills and an understanding of programming concepts. This stems 
from the fact that students lack essential prerequisites, for instance, discrete mathematics as well 
as a course in logic programming [23]. The second contributing factor arises from the ineffective 
utilization of presentation techniques related to problem-solving. Traditional methods such as 
pseudo code and flowcharts are appropriate in teaching structured programming but fall short when 
it comes to instructing object-oriented programming, which is the prevalent approach in 
contemporary programming languages. To address this issue, instructional methods that offer 
enhanced visualization and explanation are necessary to help students form a mental representation 
of the problem [9]. The third challenge results from the unsuccessful practice regarding teaching 
approaches concerning coding practices. Normal teaching approaches are no longer applicable for 
instructing object-oriented programming, and instructors concur that implementing those 
distinctive perceptive approaches is essential. Teaching materials that support spatial and 
visualization abilities are required to aid students in comprehending the processes regarding data 
as well as control flow. The absence of active student engagement and participation during 
practical sessions exacerbates the problem, leading to students struggling to grasp computer 
programming during the learning process. Therefore, the last element for challenges in 
programming learning relates to the student's understanding and mastering of programming syntax 
[7], [15]. This is made worse when the students are unable to code programming constructs well. 
It can be elaborated by the factors of understanding programming concepts, lack of knowledge in 
syntax, and inability to write efficient programming code [9]. Computer Science is difficult to 
teach and learn for many reasons, including but not limited to the abstract nature of the subject, 
the rapid development of technology, the inadequacy in practical application, the gender and 
diversity gap, and a lack of resources. By implementing practical projects, effective teaching 
strategies, promoting diversity, as well as infrastructure and resource investments, students 
studying Computer Science in particular can benefit from a more stimulating and diverse learning 
environment. Accessing online resources for Computer Science learning supports students and 
helps them overcome their difficulties in Computer Science subjects. One of the resources to learn 
Computer Science is Stack Overflow, a well-known online community for programmers, offering 
an extensive archive of many programming-related issues and knowledge, providing solutions for 
the international programming community through collaborative learning [24]. Coursera offers a 
wide range of high-quality computer science courses and degree programs that help students gain 
a more comprehensive understanding of the subject and practical skills with multiple learning 
pathways [25]. A large variety of user-created courses designed for practical, hands-on learning 
experiences designed for diverse skill levels can be found on Udemy [26]. Codecademy is a site 
that specializes in interactive coding tutorials that are designed to make learning how to code fun 
and accessible to beginners as well as professional developers, ranging from a gamified learning 
experience and variety of programming languages and topics covered [27], [28]. Also, it offers 
interactive coding exercises, including lessons in programming languages like Python, JavaScript, 
HTML, as well as CSS. It provides a practical learning environment with instant feedback. There 
are various Computer Science courses available at Khan Academy that are beyond algorithms, data 
structures, and computer programming [29]. The platform offers quizzes, practice tasks, and video 
tutorials. In addition, Coursera also offers online courses from top institutions and universities 
worldwide [30]. There are a variety of subjects taught by experts in the field, such as web 



development, machine learning, including artificial intelligence [31]. Another website that offers 
a choice of selection of Computer Science courses from top universities is edX [32]. It provides 
activities and quizzes in interactive programming assignments, tests and video lectures. Students 
can work together to write code and share their works on coding projects through GitHub which 
is an online hosting service use by computer sciences [33]. W3Schools is an online educational 
platform that provides resources for students to learn programming through hands-on practice [34]. 
Consequently, this research examines whether W3Schools can help students address their 
programming challenges at Al-Baha University. It investigates how the e-learning platform 
W3Schools supports diploma-level IT students at Al-Baha University in developing programming 
skills while enhancing their problem-solving abilities and knowledge acquisition. The study 
validates existing research on how technology improves learning experiences and resolves 
difficulties through educational programming content. 

 

3. Research Method 

This research study used a quantitative research approach to investigate the barriers that diploma-
level IT students at Al-Baha University face in learning programming, writing code, and 
recognizing mistakes. In addition, the study aimed at evaluating the efficacy of the e-learning 
resources in enhancing the students’ performance experimental group compared to the control 
group during the pre and post treatment periods with the traditional facilitators. The overall goal 
was to carry out quantitative research based on quantitative data, and then quantify the identified 
problems to shed a light on those difficulties which the aforesaid students can encounter when 
learning computer programming, and to compare how these challenges were met in the two groups. 
In this study, the participants were 100 Diploma level IT students who have already developed 
adequate programming ability imperative for ascertaining the effects of e-learning and were 
recruited consecutively. Specifically, out of the total number of students, 50 were assigned to the 
experimental group, while the remaining 50 formed the control group. Experimental group had 50 
students enrolled to e-learning for their programming resources from W3Schools and control 
group had 50 students following traditional methods. As shown in Figure1, out of the 50 students 
in the experimental group 32 were female and 18 were male along with the control group, 30 of 
the 50 students were female while 20 were male. Age distribution of the experimental group is 
shown in Figure 2 in which 44 students of the total experimental group belongs to the age group 
of 18-20 years and six students belongs to the age group of 21-23 years. The students in the control 
group comprised 37 students aged 18 to 20 years and 13 students aged 21 to 23 years. Participants 
were first informed of the goals of the study, making them aware that the study sought to establish 
common difficulties in learning programming. Surveys conducted before and after the experiment 
were utilized to collect data on student difficulties associated with programming. The surveys 
included questions, detailed in Table 1, designed to assess the difficulties faced by students in 
programming and problem-solving, specifically focusing on four key challenges: understanding 
basic concepts, writing programs, learning code, and error recognition. Descriptive statistics were 
utilized to highlight the major issues faced by students, offering insights into the efficacy of e-
learning platforms, such as W3Schools, in alleviating programming difficulties and improving the 



educational experience. The investigation sought to find optimal strategies for enhancing student 
learning in digital environments. 

 

 

 

Figure 1 Gender Distribution of Experimental and Control Groups 

 

 

Figure 2 Age Range of Students in Experimental vs. Control Groups 
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Table 1 Survey Questions Addressing Key Programming Challenges 

Challenge Statement 

1. Comprehending Fundamental 
Concepts  

I find it difficult to comprehend the fundamental concepts of 
programming. 

2. Writing Programs I'm having a hard time writing programs to solve certain problems. 

3. Learning Code Learning and writing code sentences is very Challenging. 

4. Error Recognition Inability to Identify Errors. 

  

4. RESEARCH RESULTS 

This section presents the results from both pre-experiment and post-experiment participant 
surveys, highlighting how the p-values for programming difficulty measures differed between the 
experimental and control groups. These findings show how the intervention helped shed light on 
major differences in programming competencies both before and after the experiment. 

 

Table 2: Pre-Experiment on Programming Difficulties Across Experimental and Control 
Groups 

 

Statement Experimental 
Group (Mean) 

Control Group 
(Mean) p-value 

Challenges in Comprehending Fundamental 
Concepts 2.88 2.98 0.703603 

Difficulty writing programs to solve 
problems 2.88 3.10 0.426286 

Learning and writing code sentences is 
challenging 3.02 2.70 0.245134 

Inability to Identify Errors 2.86 2.94 0.770260 

 

This table shows the mean scores and p-values for the various assertions prior to any training 
intervention.  

 

 



• Challenges in Comprehending Fundamental Concepts:  

The experimental group achieved a mean score of 2.88, while the control group attained 2.98 for 
the same test. The result shows no major difference between groups since the p-value stands at 
0.703603. Both groups encounter similar challenges in learning basic programming knowledge. 

• Difficulty Writing Programs to Solve Problems:  

The experimental group again scored lower (2.88) compared to the control group (3.10). The p-
value of 0.426286 further supports the conclusion that there is no significant difference in their 
abilities to write programs to solve problems. 

• Learning and Writing Code Sentences is Challenging:  

The experimental group’s mean was 3.02, while the control group scored 2.70. The study results 
show no significant variation as both groups experienced similar difficulties when writing code, 
yielding a p-value of 0.245134. 

• Inability to Identify Errors:  

The results indicated that both the experimental and control groups scored nearly the same (2.86 
and 2.94, respectively) in detecting errors in code, with no significant statistical difference 
observed (p-value = 0.770260). The overall results in Table 2 indicated that, before the training, 
both the experimental and control groups faced similar challenges across different aspects of 
programming. 

 

Table 3: Post- Experiment on Programming Difficulties Across Experimental and Control 
Groups 

Statement Experimental 
Group (Mean) 

Control Group 
(Mean) p-value 

Challenges in comprehending fundamental 
Concepts 2.68 3.52 0.000853 

Difficulty writing programs to solve 
problems 2.66 3.75 1.67238E-06 

Learning and writing code sentences is 
Challenging 2.70 3.57 0.000457 

Inability to Identify Errors 2.50 3.52 1.46576E-07 

 

 



This table summarizes the results after the training intervention, showing how the mean scores 
and p-values changed. 

• Difficulty Comprehending Fundamental Concepts: 

 The mean of the control group increased to 3.52, while the experimental group mean decreased 
to 2.68. Experimental group knowledge improved because of the training; this was demonstrated 
by the p-value of 0.000853 for programming comprehension. 

• Difficulty writing Programs to Solve Problems:  

The experimental group mean was 2.66, whereas the control group was 3.75. The low p-value 
shows that there is a highly significant difference, 1.67238E-06, meaning that the experimental 
group has significantly enhanced their capability to write programs after the training. 

• Learning and writing code sentences is challenging:  

The control group's score increased to 3.57, while the experimental group's score reduced to 
2.70. The experimental group's confidence and competence in learning and writing code were 
positively influenced by the training, as evidenced by the p-value of 0.000457: a significant 
difference. 

• Inability to Identify Errors: The experimental group achieved a score of 2.50, while the 
control group achieved a score of3.52. The experimental group demonstrated a significant 
improvement in error recognition following the training, as evidenced by the p-value (1.46576E-
07). In conclusion, Table 3 demonstrates that the experimental group experienced substantial 
improvements in all aspects measured following the training, indicating that the training was 
effective in overcoming the programming challenges they encountered. 

4. DISCUSSION 

These results of the study provide significant insights into the efficacy of e-learning platforms in 
improving programming education for diploma-level students at Al-Baha University. The analysis 
of pre- and post-experiment outcomes reveals a substantial enhancement in the difficulties 
encountered by the experimental group, which employed e-learning resources, in contrast to the 
control group, which depended on conventional teaching methods. Initially, the pre-experiment 
findings indicated that both groups faced comparable challenges in comprehending programming 
concepts, writing programs, acquiring coding skills, and identifying errors. The lack of significant 
differences in the mean scores (with p-values ranging from 0.245 to 0.770) indicates that all 
students struggled with foundational programming skills, a finding consistent with prior studies 
highlighting the initial challenges faced by diploma-level learners [35]. In contrast, the post-
experiment results indicated notable improvements for the experimental group across all assessed 
challenges, with p-values reflecting a high level of statistical significance (ranging from 0.000457 
to 1.67238E-06). For example, the mean score for difficulty in understanding basic concepts 
decreased from 2.88 to 2.68, while the control group's score increased to 3.52. This substantial 
shift suggests that e-learning platforms significantly aided the experimental group in mastering 
foundational programming concepts more effectively than their peers without access to these 



resources. The experimental group showed significant enhancements in their ability to write 
programs and recognize errors, further reinforcing the effectiveness of the e-learning interventions. 
These results support prior research pointing out that while using e-learning platforms, students 
apply enhanced problem-solving skills and code more confidently than the students who attended 
traditional classes [36], [37]. The importance of this study is based on an ability to show that e-
learning can solve problems of programming students. As programming is crucial to the modern 
world education and career, identifying the antecedents of effective programming learning is 
important and pivotal for the educators and educational institutions of the world. The positive 
effects found in the present study indicate that incorporating e-learning in curricula can improve 
the performance of students and increase their self- efficacy on coding skills. The fact that 
computer-mediated discussions can be used successfully in higher education also has implications 
for educational practice. integrating e-learning platforms into programming courses to Improve 
Learning journeys should be considered by Institutions. If students encounter a problem during 
programming, they can use additional materials and interactive resources made available to them 
by their instructors to solve a problem. Furthermore, an understanding of how to apply the e-
learning tools to the environment will significantly be required by training the faculty. 
Comparisons with findings from other universities further highlight the effectiveness of e-learning 
in programming education. For instance, a study at Afyon Kocatepe University in Turkey found 
that students using blended learning approaches exhibited significant improvements in 
programming skills and overall course satisfaction [38]. Similarly, research from Zhejiang Normal 
University in China indicated that students utilizing e-learning platforms outperformed their peers 
in traditional settings, especially in problem-solving tasks [39]. These comparisons reinforce the 
notion that e-learning is a valuable pedagogical strategy in programming education, providing a 
scalable solution to common learning challenges. In summary, this study underscores the 
significant impact of e-learning platforms on programming education at Al-Baha University. The 
improvements in student performance observed after utilizing these resources highlight the 
potential of e-learning to address the challenges faced by programming students. As educational 
institutions continue to adapt to digital learning environments, the findings from this research can 
serve as a foundation for future studies and the development of effective teaching strategies in 
programming education. 

 

6. Conclusion 

This study evaluates the effectiveness of e-learning platforms in enhancing the programming skills 
of diploma-level students at Al-Baha University. The pre- and post-experiment comparison clearly 
reveals that students using e-learning resources especially W3Schools have shown great 
improvement in perceived understanding of programming concepts, coding abilities and ability to 
detect errors. Such research proves that e-learning is a viable supplemental educational tool that 
resolves multiple difficulties learners encounter in this subject. The improvements noted in the 
experimental group suggest that e-learning resources, which are easy to interact with, should be 
part of programming curricula. In the world that is rapidly turning into a digital world, people need 
programming skills and the educational institutions have to develop the methods of teaching for 



this. The results of this study point to the efficacy of e-learning as a means of supporting learning 
programming, which would enhance students’ performance when coupled with enhancement of 
their self confidence in coding skills. As for the future work, it is proposed to strengthen the 
research of the effects of e-learning for programming education and look at more e-learning 
environments that may diversify information helping. Continuing to grow and develop as 
educators, the incorporation of digital learning becomes enhanced and allows the preparation of 
students for the solutions and pitfalls presented within the realm of technology. 
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