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Abstract 
Conventional web search engines often return long lists of ranked documents as their output. 
This text-like data presentation for web search results has many limitations. Since only a part 
of the list of documents can be shown at a time, users cannot get a complete picture of the 
returned documents. Therefore, users do not know if these documents contain a document they 
are interested in, after reading the first few items of the list of documents. Due to the imprecise 
nature of current Web search engines and the explosive increase in the number of documents 
available, users are forced to spend a significant amount of time going through the list of the 
results or abandon the current search result. 
 
In this project, we design and implement a system called PIRV (Personal Information Retrieval 
Visualization), which dynamically groups the search results into clusters and presents these 
clusters in 2-dimensional graphics. After receiving a query from a user, PIRV sends it to the 
search engine, receives the returned documents, clusters these documents according to 
similarity values between individual documents, transforms the data into a graphical 
representation, and then displays these graphics to the user. With this visual display, a user 
may use visual perception to evaluation these clusters and to make an intuitive judgment about 
the relevance of these documents without having to read a significant portion of each 
document. Furthermore, a user’s search history is saved in the user’s computer upon logging 
out; this can be used to assist in future searches. The saved search history file is automatically 
retrieved by PIRV upon login. A user can also view previous search results when doing 
multiple query searches. 
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1. Introduction 

Although much diverse information is available when using major search engines, users often 

suffer from too many results ([1, 2, 3]). Search engines often return excessively many 

documents or Web pages [4]. These results are then presented as an ordered list of documents 

with title and/or a brief text summary or description. Because the sheer size of information in 

the Internet and the imprecision of Web search engines, the number of returned documents 

through search engines can be huge. Furthermore, only a small part of a long ordered list of 

documents can be shown at a time.  

 

Filtering the long ranked lists of returned document manually by the user may be time-

consuming [1]. Since most of the documents are likely irrelevant, users must filter out many 

irrelevant documents before finding out what they really want. Users have to spend time going 

through long lists of documents, ignoring most documents after looking over the first entries in 

a list, or make additional queries, or switch to another search engine. This process is time-

consuming and cumbersome; Web users may get frustrated with this information retrieval 

when the right web document cannot be found easily. 

 

The records of users’ query search histories are not maintained in most Web search services 

[5]. Users are likely to make multiple queries in order to find out what they want. Multiple 

queries may give users a set of returned documents based on refined queries or different 

queries. Users can get some ideas from the documents returned from multiple queries. Often a 

user may reformulate a query based on the results of multiple queries to improve the quality of 

search. However, most research engines do not provide the capability to store the query search 

history. Users may get lost or confused when the multiple query approach is used. 

 

We designed and implemented an interface called “Personal Information Retrieval 

Visualization” (PIRV). PIRV was designed for clustering the retrieval results returned from a 

popular search engine (Yahoo [6]) and displaying the clusters visually to the user.  Both 

graphical display and textual display are used in order to give users more information. The 

information visualization interface is our main focus, with textual display as a supplement. The 



Web search results are clustered into groups through a clustering engine using the 

agglomerative hierarchical clustering algorithm. Users can perceive the clusters 

straightforwardly. PIRV also provides capabilities for users to manipulate the clusters 

dynamically. By examining the clusters, users save time and effort since they need not examine 

the data item by item. Additionally, facilities for storing previous queries are provided. 

 

 

2. Web Document Clustering 
In the text of each document extracted from HTML pages, there are many symbols such as 

numbers, punctuations, and signs, as well as short-words with fewer than four characters, such 

as a, the, of, is, are, etc. These non-word symbols and short-words are not used in the similarity 

calculation; they are removed from the string of text representing each document. Only the 

remaining words are kept and saved. 

 

We group web retrieval documents into clusters according to key word relevance ([7], [8]). It is 

assumed that documents with the same topic are similar in their descriptions; these will be put 

into one cluster. Thus, the returned documents by search engines can be clustered into different 

groups according to their similarities. Our method to cluster the documents is to compare each 

key word in one document to the key words in every other document. The more matched key 

words there are between the two documents, the more similar the two documents are 

considered. The value of similarity between two documents is calculated according to the 

frequency of matched key words.  

 

Measurement of content similarity between two documents is defined as the score of similarity. 

We have chosen to use Sorenson’s similarity [9].  Sorensen’s similarity between two 

documents X and Y is calculated according to the formula: 
 s = 2a / (2a + b + c) 

where s = Sorensen’s similarity 
a = number of common key words in X and Y 
b = total number of key words in X - a 
c = total number of key words in Y – a. 
 



Sorensen’s similarity considers the balance between the total number of key words and the 

number of common keywords. It also considers the situations of too few common key words. 

The more common key words there are, the greater Sorensen’s similarity is. If two documents 

have identical keywords, the Sorensen similarity is 1. For documents X and Y, there are two 

Sorensen similarity values, i.e., X compared to Y and Y compared to X.  Since these two 

values are the same, all Sorensen’s similarity values are saved in a triangular table for later 

clustering usage. 

 

Hierarchical clustering groups documents into a hierarchical tree of clusters [10]. 

Agglomerative hierarchical clustering (AHC) [10] is the most popular type of clustering 

procedure and is commonly used for document clustering. Studies indicate that AHC produces 

clusters with high quality [11]. In this project, we used the AHC algorithm to group the 

documents into clusters according to their Sorensen similarity triangular table or Sorensen 

matrix [10]. Initially, every document is regarded as a cluster. There are three steps to find a 

cluster. First of all, we search the table and find the two clusters that have the closest similarity 

values. Then, these two clusters are combined into a new one. The average of the two 

similarities is the new combined similarity score. The third step is to recalculate the triangle 

table, i.e., the similarities between this new cluster and others are recalculated. We repeat this 

process until a given number of clusters is left. A user can select this number of clusters when 

making a query search. 

 

In this project, we improved the AHC algorithm to reduce its time complexity. Previously, the 

computing time for the AHC algorithm had been reported to be O(n4) [12]. In our project, the 

similarity values are built into a triangular table. If there are n documents initially, the initial 

matrix requires n(n-1) / 2 calculations. However, after two documents are merged into a 

cluster, recalculating the triangle matrix requires on average O(n) time (for one merge) 

provided the data structure for the matrix is properly organized. If these documents are 

organized in a Max heap structure, finding of the document with the maximum value can be 

done in time O(1). Thus, the overall complexity is as following: 
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3. System Design and Architecture 
The PIRV system architecture is based on a client-server model as shown in Figure 1. The 

system can be divided into three parts: 1) the far end components that include the query search 

subsystem, query search history subsystem, and user account subsystem, 2) the communication 

component, here the Apache Tomcat 4.0.4 server, that transports data between the client and 

the server, and 3) the client-side display components that display the results and allow users to 

interact with the system. 

 

 

 

      

    

 

 

 

    

 

 

    

   

 

 

Figure 1    System Architecture of Personal Information Retrieval Visualization (PIRV) 

 

In this project, an interface called “Personal Information Retrieval Visualization” (PIRV) was 

designed and implemented. PIRV was designed for clustering the retrieval results returned 

from a popular search engine (Yahoo [6]) and displaying the clusters visually to the user. It is a 

search engine using JSP and Applets for the GUI layer and using Java for retrieving and 

document clustering for the Apache Servlet ([13], [14]).  
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The query search subsystem is the major part of the entire PIRV system. It receives a user-

entered query, sends the query to the search engine, collects documents from the search engine, 

produces clusters from these documents, and displays a graphical presentation of the cluster to 

the client. We have implemented the query search subsystem in four modules: 1) document 

retrieval module; 2) result processing module; 3) document cluster module; 4) data 

presentation interface.  

 

The document retrieval module of the query search subsystem is initiated when a user submits 

a query via a browser. After receiving the user-entered query, the Java Servlet will transform 

the query into the URL-encoded format and send the query to the underlying search engine 

(Yahoo [6]). We use the Java URLconnection class to connect to the search engine. Then, the 

returned HTML page from the search engine will be received through the same connection 

channel. The returned HTML pages will be parsed. 

 

The target of the result-processing module is the text of each document retrieved.  Non-

character symbols and other information must be removed. There are many “stop” words such 

as a, is, the, are, to, at, on, etc., which should be removed from the text since these “stop” 

words contribute little to the content of the description of each document. The text is first 

converted into lower case. 

 

In order to make the document clustering more meaningful to users, the PIRV system gives the 

users the capability to specify how many clusters to create and how many results to retrieve 

from the search engine for this query.  When a user makes a query, he can choose a number of 

clusters, from 3 to 15. The user can choose the number of documents, from 10 to 5000 from a 

Jlist, or all of the results from the search engine. He can also enter a number to specify the 

number of results. 

 

The visualization of clusters is implemented on a class that extends the canvas. One of three 

buttons such as “Bar”, “Pie”, and “Dot” gives the signal and initializes the redraw process on 

the same canvas. Instances of three inner classes, chartCluster, pieCluster, and dotCluster, are 

used to represent the individual components such as bars in the bar graph view, pie slices in the 



pie view, and circles in the dot view. These components will draw themselves on the canvas 

according to the values of the parameters that they have received. The components defined by 

the instances of these three inner classes all have a function to report their identities when users 

click on them so that the applet has to show the cluster information in the display panel. 

 

The PIRV system has a query search history subsystem in order to allow users to see the results 

of previous queries. The search history may be important to some users who will do multiple 

queries and refined queries. Current query search results are temporarily saved in a server-side 

database so that the user can view them. When the user logs out, the query search results are 

sent to and saved in the user’s computer upon request. The data in the server-side database are 

deleted. Next time when the user logs in, the file stored in his computer is automatically read 

and sent to the PIRV system. The data are extracted and installed in the server-side database. 

 

The database was developed to hold account information and query search data of users. The 

tables are designed to hold query search information such as queries, clusters, and documents. 

Considering that writing to or reading from any text file is time-consuming, no text file was 

used in this project. Using the driver of the JDBC/ODBC Bridge is one of the common 

methods for a Java Servlet to support database connectivity [13]. We need both the ODBC 

driver and the JDBC/ODBC Bridge to establish a connection to the relational database. To 

access the database efficiently, we have built a database connection class, which has a 

constructor to make a connection to the database and has many functions to manipulate the 

contents of tables.  

 

 

4. Paradigms in Visualization of Web Document Search Results 
Information visualization investigates methods to support the exploration of large volumes of 

abstract data using graphical representations so that users may use their visual perception to 

evaluate and analyze the data ([15], [16], [17], [18]).  This involves ways to transform the data 

into graphical expression. The data presentation interface in this project is to represent clusters 

in vivid 2-d graphic formats so that users may use their visual perception to evaluate and 

analyze the query search results. We have created three types of data presentation interface to 



visualize the clusters, namely the bar graph view, the pie view, and the dot view. The three 

vitalization interfaces are implemented in separated canvases, which sit on three panels inside 

the Java applet. There are three command buttons for each panel. If a query search is 

successful, the three view buttons become active. The user can choose which view he likes by 

clicking on the corresponding command button.  

 

The bar graph view arranges the clusters in the form of charts (see Figure 2), which is located 

on the left side of the applet. Each bar represents a cluster. The height of each bar represents 

the amount of documents of this cluster. The bars have different colors allowing users to 

differentiate the bars easily. The user clicks a bar to select the corresponding cluster. The 

scrolled list of documents of this selected cluster will show up in the display panel on the right 

side of the applet. Each document displays its document sequence number, a hyperlinked title, 

and a description. If the user wants to go to the page he is interested in, he clicks on the title 

and the selected page will show up in a separate window.  

 
Figure 2  The Bar Graph View of the Data Presentation Interface 



 

The pie view is to arrange the clusters in the form of a pie graph (see Figure 3). If the user 

clicks the pie button on the top of the applet, the pie view panel appears in the same place as 

the bar graph view. The pie is divided into different slices. Each cluster is represented by a pie 

slice that has a different color from its neighbors. The relative size of each piece in the pie 

represents the number of documents in this cluster. Similar to the bar graph view, the slices of 

the pie have links to their corresponding scrollable document lists that are shown in the display 

panel if selected. The user may easily select and view an individual cluster by clicking the 

corresponding slice in the pie graph.  

 

 
Figure 3 The Pie View of the Data Presentation Interface 

 

The dot view is a concentric circular graphic with the dots located on it (see Figure 4).  The 

graph has three concentric circles that give users a distance perception to the center. Dots 

represent the clusters. These dots have differing sizes, colors, and distances from the center. 



The size of a dot represents the number of documents in this cluster. The colors of the dot 

allow the user to differentiate the clusters easily. The distance from the center is dependent 

upon the relevance to the query. The closer to the center, the more relevance to the query the 

dot has. Also, each dot is linked to the cluster information that is shown on the right side of the 

screen. The user may click a dot to select the corresponding individual cluster.  

 

 
Figure 4 The Dot View of the Data Presentation Interface 

 

 

5. Conclusions 
In this paper we presented a Personal Information Retrieval Visualization (PIRV): a query 

search service tool with the capabilities of clustering and visualizing Web document search 

results. It provides the following features: 

1) The system is an online system so that users can login into the system from anywhere in 
the world using a web browser. 



2) Users can utilize this software to do query searches. The retrieval results are clustered 
and the clusters are displayed in the front-end so that users can view and browse these 
results. 

3) The software provides three visualization panels that are serviced by the same data 
manager module. Users can visualize the retrieval results in three different ways, 
namely the bar graph view, the pie view, and the dot view. 

4) The software provides a search history function. Users can save results between sessions. 
Subsequently, they can view and manipulate their saved search results. 

5) The software design is independent of the search engine. PIRV can be used based on any 
search engine or meta-search engine with minimal coding changes. 

 

The implementation of this system should have benefits for users by alleviating the difficulty 

of displaying many search results from Web search engines.  Because our visual interface also 

provides the clusters’ relevancy to a query, it allows users to make an intuitive judgment about 

the relevancy of documents. This tool may allow users to weed out quickly irrelevant clusters 

and concentrate on one or more relevant clusters. In this way, PIRV should be particularly 

useful when a large amount of results are retrieved from Web search engines.  

 

We have identified a number of areas in which the design and implementation of the system 

can be enhanced. A study of evaluation of the PIRV display is needed to answer the question 

how much the clustering and visualization of this tool help users to find relevant documents 

more efficiently. More information about each cluster may be provided in order to give user a 

general idea about this cluster. This may need more computation in the server. The visual 

interface itself can be further improved by allowing users to zoom in on the clusters. In this 

way, a user can concentrate on a subset of documents and see more graphical detail. 
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